## Cloud Computing Application Capstone Task1

<https://github.com/elnin09/CloudComputingCapstone/tree/master/Task02>

All the spark code and cleaning code is present in this directory. Description of all the files present in Task2Readme

* Extracting and cleaning data

The first task was to get the data from the EBS snapshot. It was achieved by attaching an EBS volume created using the EBS snapshot to the EC2 instance and then mounting it to get the required data files for this task.

The dataset had a large number of files and for batch processing we had to combine them. In order to extract the data, I used a recursive python script to extract the data from the files. Once I had all the files in csv format, I then used pandas to clean the data on my local machine.

1. The first task of cleaning process was to change the encoding of the files to UTF-8 so that it is easier to use frameworks that rely on UTF-8 encoding.
2. Once encoding of all the files were changed, I used pandas to load the individual csv files into data frames. Once all the csv files were loaded into respective data frames, all the irrelevant columns were dropped from the data frames and only required columns were kept in the cleaned file.
3. Once I had all the required data in different data frames, I concatenated the individual data frames into a single data frame.
4. The data frame was then converted into a csv file with gzip compression and uploaded to Amazon S3.

* Integration of Systems

Once I had all the required data in S3 bucket, the next task was to setup HDFS and this was done first locally using multiple docker containers and then executing the queries required for various tasks using Apache Spark. Post unit testing and getting the results locally, the setup was then migrated to AWS. On AWS an EMR cluster was setup with Spark and Zookeeper. The Kafka topic was also on EMR and I manually got the Kafka package on the EMR node. Post that a set of spark jobs were run to get the desired output by reading the stream from Kafka topic and was stored in Cassandra table hosted on another EC2 node.

|  |  |  |
| --- | --- | --- |
| Kafka Topic | A picture containing brick, table  Description automatically generated | Cassandra Keyspace |
|  | (Spark + Zookeeper) | RDDs ported to DynamoDB |
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Creating a kafka topic:

kafka-server-start /usr/local/etc/kafka/server.properties

kafka-topics --create --zookeeper localhost:2181 --replication-factor 3 --partitions 3 --topic testing12345

Feeding data from console:

(your producer that outputs to console)|kafka-console-producer --bootstrap-server IP:9092 --topic testing123

Submitting spark job:

/usr/local/spark/bin/spark-submit --jars /usr/lib/spark/lib/datanucleus-api-jdo-3.2.6.jar,/usr/lib/spark/lib/datanucleus-core-3.2.10.jar,/usr/lib/spark/lib/datanucleus-rdbms-2.9.jar --packages org.apache.spark:spark-streaming-kafka-0-8\_2.11:2.2.0,com.datastax.spark:spark-cassandra-connector\_2.11:2.0.0-M3 --conf spark.cassandra.connection.host=IP sample1.py IP:2181 testing12345

* Solution approach

Group 1

* 1. Rank the top 10 most popular airports by numbers of flights to/from the airport.

The solution is to use standard word count approach where (source,1) and (destination,1) is emitted in map phase for every row and then we do a count using reduce by key using key( airport code).

* 1. Rank the top 10 airlines by on-time arrival performance.
  2. Rank the days of the week by on-time arrival performance.

1.2 and 1.3 have identical solution approach where we need to calculate the average delay for airlines and day of week. So in this case for map reduce key is airline and day of week respectively and we emit (airline/dayofweek,[delay,1]). To calculate average we firstly add delay(summation of delay in value) and counts(which is done by summation of 1 in value) and then we compute the average using these two. Also since this is streaming rather than batch processing, we need to store values other than top 10 because if we receive more data than our top 10 values will change according to the existing data as well as the new data in the stream.  
Results are as follows

|  |  |  |
| --- | --- | --- |
| Output 1.1 | Output 1.2 | Output 1.3 |
| *A screenshot of a cell phone  Description automatically generated* | *A screenshot of a cell phone  Description automatically generated* | *A screenshot of a cell phone  Description automatically generated* |

Group 2

* 2.1 For each airport X, rank the top-10 carriers in decreasing order of on-time departure performance from X.
* 2.2 For each source airport X, rank the top-10 destination airports in decreasing order of on-time departure performance from X.

The approach is similar to question1. Here the key is combination of (airport,carrier) in 2.1 and (source,destination) in 2.2

For 2.1 during the map phase, our key is (“airport,carrier”,[departure delay,1]) for 2.1

As mentioned previously, we do reduce on airport,carrier key and get the average departure delay for every combination of airport,carrier. Once we get this, we can split the key from RDD and then save the data as Airport,Carrier and departure delay.

The same can be done for 2.2 where key is the only difference in our map reduce phase for Spark RDD

**Output 2.1**

|  |  |  |
| --- | --- | --- |
| A screenshot of a cell phone  Description automatically generated | A screenshot of a cell phone  Description automatically generated | A close up of a logo  Description automatically generated |
| A screenshot of a cell phone  Description automatically generated | A screenshot of a cell phone  Description automatically generated |  |

**Output2.2**

|  |  |  |
| --- | --- | --- |
| A screenshot of a cell phone  Description automatically generated | A screenshot of a cell phone  Description automatically generated | A screenshot of a cell phone  Description automatically generated |
| A screenshot of a cell phone  Description automatically generated | A screenshot of a cell phone  Description automatically generated |  |

* 2.3For each source-destination pair X-Y, rank the top-10 carriers in decreasing order of on-time arrival performance at Y from X.

The idea is similar to 2.1 and 2.2. In this case our key for initial map phase is “source,destination,carrier”. So during initial map, we emit

(“source,destination,carrier”,[arrivaldelay,1])

Now during reduce phase we get the average delay for each combination of source,destination,carrier. Now once the reduce phase is complete we can split the source,destination and carrier from the RDD and store the data into DB/Cassandra table.

**Results 2.3**

|  |  |
| --- | --- |
| A screenshot of a cell phone  Description automatically generated | A close up of a logo  Description automatically generated |
| A close up of a logo  Description automatically generated | A screenshot of a cell phone  Description automatically generated |

* 2.4 For each source-destination pair X-Y, determine the mean arrival delay (in minutes) for a flight from X to Y.

The approach for this is very straightforward and similar to previous queries.

Here the key is combination of “source,destination”.

So during our initial map phase, we emit (“source,destination,[arrivaldelay,1])

In our reduce phase we do summation of delays and counts and compute the average during reduce phase. Once that is done we can split the key and store the data in DB/cassandra

|  |  |
| --- | --- |
|  |  |
|  |  |

Group 3

* 3.1 Does the popularity distribution of airports follow a Zipf distribution? If not, what distribution does it follow?

(Not discussed in Task2 as it is similar to Task1(batch processing)

* 3.2

For this task the approach was to first get all the flights with minimum delay for a unique combination of source, destination and date and with departure time before 12:00 and store the results in a table FirstLeg.

In map phase we will emit (“source,stop,date”,[data]) data represents all the other details that is required for 3.2 for a particular flight. We will only be emitting where time is < 1200

In reduce phase, we will get the best data for a particular key and will store it in a Cassandra table.

Similarly get all the flights with minimum delay for a unique combination of source, destination and date and with departure time after12:00 and store the results in a temp table SecondLeg.

In map phase we will emit (“stop,destination,date”,[data]). We will only be emitting where time is > 1200.

In reduce phase, we will get the best data for a particular key and will store it in a Cassandra Table

Now instead of using a join on FirstLeg and SecondLeg(like Task 1), which will be a M\*N operation the best approach would be to store the data for first leg and second leg in separate tables and upon a user query lookup data in Cassandra Table.

Eg (source ,stop,destination,date) we can query source,stop,date in FirstLeg table and can query (stop,destination,date+2) we can query second table. Since the lookup will be in Cassandra key value pair the lookup time will be constant i.e. similar to lookup in one single table.

The other reason to have two tables is because it’s not batch processing anymore, so any stream that changes any of the data in FirstLeg and SecondLeg would result in the change of data in the joined table which will be M\*N with every stream and that would defeat the purpose of streaming and would be rather a batch processing. Also the amount of storage used for storing the data will be same in both the cases so we would prefer an approach that optimizes our pipeline.

Following is the output generated for the values in the query for Task 3.

|  |  |
| --- | --- |
| A screenshot of a cell phone  Description automatically generated | A screenshot of a cell phone  Description automatically generated |
| A picture containing bird  Description automatically generated | A screenshot of a cell phone  Description automatically generated |

* Optimizations
  1. The first optimization was to scale the number of EC2 nodes (worker nodes) on the basis of the spark job running on the server. This helped in bringing the execution time of all the queries by almost 50% in most of the cases and around 30% in case of query 3.2.

* 1. The data for output3\_2 was huge as such this was a bottleneck in terms of migrating data to CassandraDB. So instead of having quorum, the consistency level can be changed to single node for the current Cassandra session so that writes are faster because only one replica needs to be updated.
  2. The data fed to Kafka topic was pre cleaned so the message sent to topic consumes lesser amount of bandwidth and storage.
* Conclusion

Airlines rely on slots for arrival and departure. A potential delay is not feasible as it may further cause a delay and it may include in financial loss. So the data is useful for airlines as they can analyze the delays and financial losses that they have incurred because of these delays.

From passengers perspective, the results are useful as customers can choose flights conveniently according to their needs. They can also compare various airlines of different metrics which are more crucial to them.